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Kruchten’s “4+1 Views”

End User Programmers
Functionality Software Management
Logical Implementation
View View
Analysts/Testers Use-Case
Behavior View
Process Deployment
View View
System Integrators System Engineering
Performance System Topology
Scalability Delivery, Installation
Throughput Communication

IEEE Software, November 1995




rchitectural Views: Bones, Muscles, Nerves
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Viewpoints

A collection of patterns, templates, and conventions for constructing
one type of view.

* Defines the
* stakeholders whose concerns are reflected in the viewpoint
* and the guidelines, principles, and template models for constructing its views.



Software Systems

chitecture
Second Eto_,

A Viewpoint Taxonomy

Working With Stakeholders Using Viewpoints and Perspectives.

NICK ROZANSKI - EOIN WOODS

Deployment defines operation of Operational
View View

defines runtime
environment for

defines scope, context, defines implemention

and interfaces for Software constraints for Development

Context View Design View

Information Concurrency

Functional View View View




Context View

Describes the
relationships, dependencies, and interactions

between the system and its environment

Environment: the people, systems, and external entities
with which it interacts
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"Always design a thing by considering it in its next larger context"

Context
(Ecosystem)

System-in-Context

(use, dev, ops)

—Eliel Saarinen

System
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Strategy

ecosystem interventions

“Requirements”
design of system
capabilities

Architecture

structure and
mechanisms
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Development View

Describes the architecture that supports
the software development process.

Communicates the aspects of the
architecture of interest to stakeholders
involved in building, testing, maintaining,
and enhancing the system.
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Lila (lichess)

- Web Application using Play
- built with scalabuildtool (sbt)

frontend backend
Routes
Static resources provide link requests 1o controllers

HTML /CSS /JS

Images / Animations

resources served from /public

o

complied Dynamic resources
o
HTML templates /
Executables using Twirl / scalatags
JS/TS sources

built with gulp / yarn

compiled to static resource
directory in backend project

dccess

/ define routes for static resources
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Controllers

construct responses

compile | link business logic to requests
to

HTML '\

Model

all backend logic

data models and db access

very modularized




F
lutter

\V




Alternative Catalogs

“View types”:

* Module

* Component & Connector
* Allocation

Component & connectors:

* Pipe and filter, shared data,
publish subscribe, client-server,

p2p, ...
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Example: Pipes & Filter

@ Pibe Filter Pipe Filter Pipe @

Filter

Pibe Pibe
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SO Software Quality Characteristics

Functional Suitability N’fomame Efficiency Compatibility

Reliability

A
Security m Maintainability Portability




Privacy by Design (Since 1995)
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Uber’s Approach to Data Deletion
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Realizing Quality Attributes

* An architecture must realize the required quality attributes

* Models required that permit reasoning over quality attributes

* Architectural decisions may have to make tradeoff between
conflicting quality attributes



Architectural Perspectives

An architectural perspective is a

collection of architectural activities, tactics, and
guidelines

that are used to ensure that a system exhibits a
particular set of related quality properties

that require consideration across a number of the
system’s architectural views.
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The arc42.org Template for
Architecture Communication and Documentation

1. Introduction and Goals

2. Constraints B>T

3. Context and Scope
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The arc42.org Template for
Architecture Communication and Documentation

4. Solution strategy

5. Building block view i .
6. Run time view | Concepts ~
7. Deployment view ; | e BEmE
. | S \
8. Crosscutting concepts J |
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The arc42.org Template for
Architecture Communication and Documentation

Usage
] ] % —*| System —>®
10. Quality Requirements

/ Metric
o

6

F

/_/\\/_/

Event, stimulus Reaction

& docs.arc42.org/keyw e :
/@ B
11. Risks and Technical Debt AI'C

arc42 Documentation
139 tips how to use the arc42 template.




Software System

Container

(e.g. client-side web app, server-side web app, console application,
mobile app, microservice, database schema, file system, etc)

Component




Personal Banking

Customer

[Person]

A customer of the bank, with
personal bank accounts.

Internet Banking System
[Software System]

Allows customers to view
information about their bank
accounts, and make payments.

Mainframe Banking

System
[Software System]

Stores all of the core banking
information about customers,
accounts, transactions, etc.

System Context diagram for Internet Banking System

The system context diagram for the Internet Banking System.
Last modified: Wednesday 02 May 2018 13:46 UTC

N

N
Sends e-mails to
AN
AN
N
E-mail System
Sends e-mail [Software System]
using - . .
[SMTP] The internal Microsoft Exchange
e-mail system.




Personal Banking

Customer

[Person]

A customer of the bank, with
personal bank accounts.

Provides a limited subset of the
Internet banking functionality to

7
7
A
-
Uses / \
HTTPS
_ [ 1 Uses Uses
< / \
7
_____________ A
Web Application - S
[Container: Java and Spring MVC] SIngle'Page Appllcatlon
Delivers [Container: JavaScript and Angular]
Delivers the static content and the N 2
Internet banking single page Provides all of the Internet banking
application, functionality to customers via their
web browser.
\ /
Uses Uses
[ISON/HTTPS] [ISON/HTTPS]
\ /
\ /
DETE]ETR API Application
[Container: Relational Database Schema] Reads from and [Container: Java and Spring MVC]
. - . - writes to - . .
Stores user registration information, 1DBq] Provides Internet banking

hashed authentication credentials,
access logs, etc.

Internet Banking System
[Software System]

functionality via a JSON/HTTPS API.

Mobile App

[Container: Xamarin]

customers via their mobile device.

e

N
Sends e-mails to

7
Sends e-mail
using
- [sMTP]
7

— —Uses
XML/HTTPS]

Container diagram for Internet Banking System
The container diagram for the Internet Banking System.
Last modified: Wednesday 02 May 2018 13:46 UTC

E-mail System
[Software System]

The internal Microsoft Exchange
e-mail system.

Mainframe Banking
System

[Software System]

Stores all of the core banking
information about customers,
accounts, transactions, etc.




Mobile App

[Container: Xamarin]

Single-Page Application
[Container: JavaScript and Angular]
Provides a limited subset of the
Internet banking functionality to
customers via their mobile device.

Provides all of the Internet banking
functionality to customers via their
web browser.

Uses ~ Uses Uses - Uses
[SON/HTTPS] [SON/HTTPS}~ _~[SON/HTTPS] [SON/HTTPS]
=

Mainframe Banking

System
_ _ Uses o [Software System]
[XML/HTTPS] Stores all of the core banking

information about customers,
accounts, transactions, etc.

|
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|

API Application
[Container]
[ Contanen Reads from and

writes to
uoBC
|

Database

[Container: Relational Database Schema]

Stores user registration information,
hashed authentication credentials,
access logs, etc.

Component diagram for Internet Banking System - APl Application
The component diagram for the API Application.
Last modified: Wednesday 02 May 2018 13:46 UTC



InternetBankingSystemException
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Why doesn't the C4
model cover
business processes,
workflows, state
machines, domain
models, data
models, etc?

The focus of the C4 model is the static structures
that make up a software system, at different
levels of abstraction. If you need to describe
other aspects, feel free to supplement the C4
diagrams with UML diagrams, BPML diagrams,
ArchiMate diagrams, entity relationship
diagrams, etc.

The C4 model vs
UML, ArchiMate and
SysML?

Although existing notations such as UML,
ArchiMate and SysML already exist, many
software development teams don't seem to use
them. Often this is because teams don't know
these notations well enough, perceive them to
be too complicated, think they are not
compatible with agile approaches or don't have
the required tooling.

If you are already successfully using one of these
notations to communicate software architecture
and it's working, stick with it. If not, try the C4
model. And don't be afraid to supplement the C4
diagrams with UML state diagrams, timing
diagrams, etc if you need to.

c

Can we combine C4
and arc42?

Yes, many teams do, and the C4 model is
compatible with the arc42 documentation
template as follows.

e Context and Scope => System Context
diagram

¢ Building Block View (level 1) => Container
diagram

¢ Building Block View (level 2) =>
Component diagram

¢ Building Block View (level 3) => Class
diagram

@& structurizr.com/help/academic

-_

w» Friesland College, Netherlands (@fcroc.nl)

-

w» HAN University of Applied Sciences, Netherlands (@han.nl, @student.han.nl)

-
- Technische Universiteit Delft, Netherlands ( @tudelft.nl, @student.tudelft.nl)



What Is Technical Debt?

* Ward Cunningham:

* “| coined the debt metaphor to explain
the refactoring that we were doing.”

 Michael Feathers:

* “The refactoring effort needed to add a
feature non invasively”

http://c2.com/cgi/wiki?WardExplainsDebtMetaphor

https://www.youtube.com/watch?v=7hL6g1aTGvo

33


https://www.youtube.com/watch?v=7hL6g1aTGvo
http://c2.com/cgi/wiki?WardExplainsDebtMetaphor

Any software system has
a certain amount of

essential complexity

Cruft causes changes
required to do its job...

to take more effort

4 44
4o

... but most systems

contain cruft that makes it
harder to understand.

The technical debt metaphor treats the
cruft as a debt, whose interest payments
are the extra effort these changes require.



Visible Invisible

VSRR 25 Architectural,
Added Structural
Value functionality B CELUIES

Positive

Negative Technical
Value Debt

Kruchten, 2013:
The (missing) value of software architecture



Technical Debt Quadrants

Reckless Prudent

“We must ship now
and deal with the
consequences”

“We don’t have
time for design”

Deliberate

Accidental

“Now we know
how we should
have done it”

“What’s
Layering?”




Learning how to do it

| am in favor of writing code to reflect
your current understanding of a problem
even if that understanding is partial

http://c2.com/cgi/wiki?WardExplainsDebtMetaphor
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Assessing Technical Debt?

e https://www.sonarqube.org/

* https://www.jarchitect.com/Metrics
* https://github.com/tsantalis/JDeodorant



https://www.sonarqube.org/
https://www.jarchitect.com/Metrics
https://github.com/tsantalis/JDeodorant

Beware: Debt is Relative

* The refactoring effort needed to add a feature (resolve an issue)
non invasively
* Debt depends on features and issues to solve

 Systems are used and society progresses

* New libraries and versions come available
* Actual usage affects our understanding of what matters

* Debt quantifications / visualizations are only useful when they
lead to action. Avoid ranting; propose rational action instead.



Microservices

* Small, autonomous services
that work together

* Single Responsibility Principle:
» Gather together those things that
change for the same reason

 Strong cohesion within the service

* Loose coupling among services

Building

Mic

TOSEIVICEeS

L, | L
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Modeled around Culture of
business concepts automation

-
Hide internal
implementation
details

| i l Microservices
obl;légrc;{“e Small autpnomous
services
Isolate
failure Deploy
independently

Decentralize all
the things

41



Microservices

iOS App Android App Web Service







The Role of the Architect

The architect is responsible for designing, documenting, and leading the

construction of a system that meets the needs of all its stakeholders.

Software Systems
hitecture

2 Second Edion__

44



Fred Brooks: Conceptual Integrity

The quality of a system where all the concepts and their relationships
with each other are applied in a consistent way throughout the system.

Conceptual Integrity is the most important consideration in system
design.

It is better to have [...] one set of design ideas,
than [...] many good but independent and uncoordinated ideas.




How many Architects?

Conceptual integrity in turn dictates
that the design must proceed from one mind, or from a very small
number
of agreeing resonant minds



The Evolutionary Architect

“architects need to shift their thinking away from
creating the perfect end product,

and instead focus on helping create a framework in
which the right systems can emerge,
and continue to grow as we learn more.”

Building

Microservices

S, LA U

o
e

<gg€§‘é{§f?o
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Software Architect = Town Planner il

Microservices

e, | b o

* Attempt to optimize the layout of a city
* to best suit the needs of the citizens today,
* taking into account future use

* Cannot foresee everything that will happen.
* Don’t plan for any eventuality,
* Plan to allow for change

48



The Coding Architect?

e Architects must ensure that

systems are ‘habitable’ for developers too.

* Architects must spend time with the team

* Architects must spend time coding
e Pair with a developer
* Beyond code review

* This should be a routine activity

ORELLY

Building
Microservices

L, | LA
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